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**Задача:**

Написать программу реализующую работу с упрощенным григорианским календарем (датами).

Использовать следующие правила для календаря:

· Минимальный год — 1-ый год н.э., максимальный год 9999 н.э.

· Момент времени представляется годом, месяцем, числом месяца, часом, минутами, секундами

· Каждый год, номер которого кратен 4 является високосным

· Каждый год, номер которого кратен 100 не является високосным

· Каждый год, номер которого кратен 400 является високосным

· Часовой пояс не учитывается (считается равным UTC)

· Не учитывать правило, согласно которому следующим днем после 4 октября 1582 года идет 15 октября 1582 года

· Не требуется совпадение юлианского и данного календаря в датах до 4 октября 1582 года (проблема високосных годов кратных 100 но не кратных 400)

Класс даты должен поддерживать корректные операции приращения минут, секунд, часов, дней, месяцев и лет с учетом правил календаря.

Месяцы реализовать перечислением Month {Jan=1, …, Dec = 12}.

Конструктор по умолчанию должен создавать дату соответствующую текущему времени UTC (для получения времени можно использовать функции из time.h)

Класс должен реализовывать конструктор копии.

Класс должен обеспечить полный набор методов селекторов для получения текущего года, месяца, дня месяца (числа), часа, минут, секунд.

Реализовать полный конструктор (unsigned аргументы — год, месяц, число, час, минуты, секунды).

В случае если значения в конструктор переданы некорректно, осуществлять автоматическую нормализацию даты (значение большее допустимого в определенном поле приводит к увеличению старших полей, таким образом вызов конструктора от аргументов Date(2010, Feb, 30, 22, 59, 72) приведет к созданию объекта соответствующего Date(2010, Mar, 2, 23, 00, 13))

Реализовать дополнительно конструкторы:

· Date (unsigned int year, Month m, unigned int day) — создает объект с временем 0 ч 0 м 0 сек

· Date (unsigned int hrs, unsigned int mnts, unsigned int days) - создает объект с указанным временем и текущей датой

Операции addYears, addMonths, addDays, addHours, addMinutes, addSeconds должны возвращать новый объект «по значению», оставляя исходный объект неизменным.

Класс должен реализовывать оператор присваивания (единственный метод-модификатор в классе).

Таким образом для изменения исходного объекта нужно пользоваться конструкцией вида:

Date theDate = theDate.addMonths(1);

Аргументы методов addXXX могут быть отрицательными, но при этом дата не может быть меньше 0:00:00 1 Jan 1 или больше 9999-12-31 23:59:59

Реализовать метод std::string toString() const возвращающий строковое представление даты в формате:

YYYY-MMM-DD hh::mm::ss

**Структура проекта**

// (main.cpp)

#include "class.hpp"

using namespace std;

int main() {

using namespace datetime;

Date date;

Date d = date.addYears(0).addMonths(0).addTime(5day+8hour+2min+4sec);

cout << date.toString() << endl;

cout << d.toString() << endl;

//cout << date.day << " " << date.hour << "h " << date.min << "min " << date.sec << "sec " << endl;

//cout << d.day << " " << d.hour << "h " << d.min << "min " << d.sec << "sec " << endl;

//cout << d.toString() << endl;

return 0;

}

// (class.hpp)

#include <iostream>

#include <limits>

#include <time.h>

namespace datetime {

int64\_t constexpr operator "" sec(uint64\_t sec) { if(sec>std::numeric\_limits<int64\_t>::max()) throw std::invalid\_argument("Compile error. Too big numeric constant"); return sec; }

int64\_t constexpr operator "" min(uint64\_t sec) { uint64\_t d = sec\*60; if(d>std::numeric\_limits<int64\_t>::max()) throw std::invalid\_argument("Compile error. Too big numeric constant"); return d; }

int64\_t constexpr operator "" hour(uint64\_t sec) { uint64\_t d = sec\*3600; if(d>std::numeric\_limits<int64\_t>::max()) throw std::invalid\_argument("Compile error. Too big numeric constant"); return d; }

int64\_t constexpr operator "" day(uint64\_t sec) { uint64\_t d = sec\*24\*3600; if(d>std::numeric\_limits<int64\_t>::max()) throw std::invalid\_argument("Compile error. Too big numeric constant"); return d; }

enum class Month { Jan=1, Feb, Mar, Apr, May, Jun, Jul, Aug, Sep, Oct, Nov, Dec };

enum class Weekday { Sun=1, Mon, Tue, Wed, Thu, Fri, Sat };

class Date {

private:

int32\_t year, day, hour, min, sec;

Month month;

Weekday weekday;

tm \*time;

void reflect(const Date& date);

public:

Date(const Date &date);

Date(); /// creates a current day with a current time

~Date();

Date(int32\_t year, Month m, uint32\_t day, uint32\_t seconds); /// creates a date at a time given in seconds

Date(int32\_t year, Month m, uint32\_t day); /// creates a day with 0h 0m 0s

Date addYears(int32\_t years);

Date addMonths(int32\_t months);

Date addTime(int32\_t seconds);

std::string toString();

};

}

// (class.cpp)

#include "class.hpp"

#include <malloc.h>

#include <string.h>

using namespace std;

using namespace datetime;

Date::Date() {

time\_t seconds = ::time(NULL);

tm \*t = gmtime(&seconds);

year = 1900+t->tm\_year;

month = static\_cast<Month>(1+t->tm\_mon);

day = t->tm\_mday + 1;

weekday = static\_cast<Weekday>(1+t->tm\_wday);

hour = t->tm\_hour;

min = t->tm\_min + (t->tm\_sec==60?1:0);

this->sec = (t->tm\_sec < 60 ? t->tm\_sec : 0);

time = t;

}

Date::Date(int32\_t year, Month m, uint32\_t day) {

this->year = year;

this->month = m;

this->day = day;

this->weekday = Weekday::Sun;

hour = min = sec = 0;

}

Date::Date(int32\_t year, Month m, uint32\_t day, uint32\_t seconds) {

sec = seconds%1min;

min = seconds/1min;

hour = seconds/1hour + min/60;

min%=1hour;

this->day = day + hour/24;

hour%=24;

int n = static\_cast<typename std::underlying\_type<Month>::type>(m);

int c = 0;

switch(m){ case Month::Jan: c = 31; break;

case Month::Feb: c = 28; if( (!(year%4) && !!(year%100) ) ||!(year%400))c = 29; break;

case Month::Mar: c = 31; break;

case Month::Apr: c = 30; break;

case Month::May: c = 31; break;

case Month::Jun: c = 30; break;

case Month::Jul: c = 31; break;

case Month::Aug: c = 31; break;

case Month::Sep: c = 30; break;

case Month::Oct: c = 31; break;

case Month::Nov: c = 30; break;

case Month::Dec: c = 31; break; }

n+=(this->day-1)/c;

this->year = year + (n-1)/12;

if (year < -1 || year > 9999) throw std::runtime\_error("Year is out of range!");

this->month = static\_cast<Month>((n-1)%12+1);

}

Date::~Date() {

if(time) free(time);

}

std::string Date::toString() {

//char \*msg = ::asctime(time); // do not free it!

//string str(msg);

//str[str.length()-1]=' ';

//return str+"(UTC)\n";

char msg[80] = {0};

sprintf(msg, "%d %s%d %s%d, %s%dh %s%dm %s%ds",

year, (static\_cast<int>(month)<10?"0":""), static\_cast<int>(month),

(day<10?"0":""), day,

hour<10?"0":"", hour,

min<10?"0":"", min,

sec<10?"0":"", sec );

return string(msg);

}

Date::Date(const Date &date) {

year = date.year;

month = date.month;

day = date.day;

hour = date.hour;

min = date.min;

sec = date.sec;

weekday = date.weekday;

time = (tm\*)malloc(sizeof(tm));

memcpy(time, date.time, sizeof(tm));

}

Date Date::addYears(int32\_t years) {

Date d = \*this;

d.year+=years;

if (d.year < -1 || d.year > 9999) throw std::runtime\_error("Year is out of range!");

reflect(d);

return d;

}

Date Date::addMonths(int32\_t months) {

Date d = \*this;

int32\_t m = static\_cast<typename std::underlying\_type<Month>::type>(d.month)+months;

d.year+=(m-1)/12;

if (d.year < -1 || d.year > 9999) throw std::runtime\_error("Year is out of range!");

d.month = static\_cast<Month>((m-1)%12+1);

reflect(d);

return d;

}

Date Date::addTime(int32\_t seconds) {

Date d = \*this;

seconds+=d.sec;

d.sec = seconds%60;

d.min+= seconds/1min;

d.hour+=d.min/60;

d.min%=60;

d.day+= d.hour/24;

d.hour%=24;

//int n = ;

int c = 0, n;

for(int i=0;i<2;i++){//hotfix

switch(d.month){ case Month::Jan: c = 31; break;

case Month::Feb: c = 28; if( (!(d.year%4) && !!(d.year%100) ) ||!(d.year%400))c = 29; break;

case Month::Mar: c = 31; break;

case Month::Apr: c = 30; break;

case Month::May: c = 31; break;

case Month::Jun: c = 30; break;

case Month::Jul: c = 31; break;

case Month::Aug: c = 31; break;

case Month::Sep: c = 30; break;

case Month::Oct: c = 31; break;

case Month::Nov: c = 30; break;

case Month::Dec: c = 31; break; }

n =static\_cast<typename std::underlying\_type<Month>::type>(d.month)+(d.day-1)/c;

n-=1;//hotfix

d.month = static\_cast<Month>((n-1)%12+1);}

d.year+=(n-1)/12;

if (d.year < -1 || d.year > 9999) throw std::runtime\_error("Year is out of range!");

// hotfix

int fix=d.day/c;

d.month = static\_cast<Month>(static\_cast<int>(d.month)+fix);

d.day%=c;

fix=static\_cast<int>(d.month)/12;

d.year+=fix;

d.month=static\_cast<Month>(static\_cast<int>(d.month)%12==0?12:static\_cast<int>(d.month)%12);

// \hotfix

reflect(d);

return d;

}

inline void Date::reflect(const Date& date) {

date.time->tm\_year = date.year-1900;

date.time->tm\_mon = static\_cast<typename std::underlying\_type<Month>::type>(date.month)-1;

date.time->tm\_mday = date.day-1;

date.time->tm\_wday = static\_cast<typename std::underlying\_type<Month>::type>(date.weekday)-1;

date.time->tm\_hour = date.hour;

date.time->tm\_min = date.min;

date.time->tm\_sec = date.sec;

}

**Результат работы программы:**

**![](data:image/png;base64,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)**